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Abstract

We present a unified modeling framework for Time-Based Maintenance (TBM) and Condition-

Based Maintenance (CBM) for optimization of replacements in multi-component systems. The

considered system has a K-out-of-N reliability structure, and components deteriorate according

to a multivariate gamma process with Lévy copula dependence. The TBM and CBM models are

formulated as Markov Decision Processes (MDPs), and optimal policies are found using dynamic

programming. Solving the CBM model requires that the continuous deterioration process is dis-

cretized. We therefore investigate the discretization level required for obtaining a near-optimal

policy. Our results indicate that a coarser discretization level than previously suggested in the lit-

erature is adequate, indicating that dynamic programming is a feasible approach for optimization

in multi-component systems. We further demonstrate this through empirical results for the size

limit of the MDP models when solved with an optimized implementation of modified policy itera-

tion. The TBM model can generally be solved with more components than the CBM model, since

the former has a sparser state transition structure. In the special case of independent component

deterioration, transition probabilities can be calculated efficiently at runtime. This reduces the

memory requirements substantially. For this case, we also achieved a tenfold speedup when using

ten processors in a parallel implementation of algorithm. Altogether, our results show that the

computational requirements for systems with independent component deterioration increase at a

slower rate than for systems with stochastic dependence.

Keywords: Maintenance, Dynamic Programming, Multi-component system, Markov decision

process, Numerical study
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1. Introduction

In traditional maintenance models, the decision to maintain a system is often based on its age

at the time of the decision, also known as Time-Based Maintenance (TBM). Records of failure

times of similar systems make it possible to estimate a lifetime distribution that describes the

uncertainty in the time to failure within that population of systems. An alternative approach

is Condition-Based Maintenance (CBM), where information about the physical condition of the

system is utilized for maintenance decisions.

For both TBM and CBM, the methods for optimizing the maintenance policy can be classified

using the scheme presented in Nicolai & Dekker (2008). Here, the authors divide optimization

procedures into policy optimization, exact-, and heuristic methods. They also classify according

to the planning horizon, which can be either infinite or finite. We consider exact methods and

an infinite horizon in this study. Policy optimization is the most common approach for infinite

planning horizons, where the system dynamics are assumed stationary. A parametrized policy,

for instance a variation of a control-limit policy, is considered and its parameters are optimized by

deriving an analytical expression for the long-run cost per time unit using renewal theory (Castanier

et al., 2005; Abdel-Hameed, 1987; Zhang et al., 2020). The restriction to a specific type of policy

facilitates the analyses, but the solution is generally not guaranteed to be globally optimal.

In both TBM and CBM, a decision is made towards maintaining the system based on new

evidence (data) collected from the system. This makes Markov Decision Processes (MDPs), a

modeling framework for sequential decision making, a natural candidate for TBM and CBM models.

The methods for optimizing the policy in an MDP can be either Dynamic Programming (DP),

which is an exact optimization method, or reinforcement learning and approximate DP, which

both belong to the category of heuristic optimization methods. DP algorithms are, under very mild

assumptions, guaranteed to find globally optimal solutions in finite time. However, the required

computational effort grows exponentially with the dimension of the state space in the MDP. This

is known as the curse of dimensionality in dynamic programming.

Several MDP models have already been proposed for single-component systems, and because
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dimensionality is not an issue, these are solved using DP (Elwany et al., 2011; Chen et al., 2015;

Neves et al., 2011). In a review on CBM optimization by Alaswad & Xiang (2017) the authors

emphasize that as modern industrial systems rarely consist of a single maintainable component,

there is an increasing need for multi-component models. In a more recent review on maintenance

optimization (de Jonge & Scarf, 2020), it is pointed out that there has been a shift towards heur-

istic policies and approximate methodologies for multi-component systems. Indeed, reinforcement

learning algorithms, even though they are not guaranteed to converge to a globally optimal policy,

have been used on both multi-component TBM problems (Xia et al., 2008) and CBM problems

(Andriotis & Papakonstantinou, 2019) of massive size.

In this study, we investigate the largest problem size, or correspondingly the maximum number

of components, for which it is computationally feasible to obtain a globally optimal solution with

DP. We focus on models with replacement as the only maintenance action, fixed regular inspection

intervals, and full system observability. In accordance with the motivation for practical use of

MDPs given in a recent book (Boucherie & van Dijk, 2017), we give the following two reasons for

investigating this:

• Firstly, even though policy optimization and heuristics might scale well for a given multi-

component maintenance problem, they should be validated by comparison with optimal solu-

tions to instances of the problem that are ideally as large as possible. This is the only way

of strengthening the belief that the heuristics perform well for even bigger problems.

• Secondly, the computational power of a present-day CPU combined with an optimized imple-

mentation may be efficient enough for solving real-life multi-component problems of moderate

size.

In this study we consider a multi-component system, and formulate two MDP models for the

replacement problem for CBM and TBM. The system is general enough that the two resulting

models closely resemble most of the MDP models considered in other papers. We solve both

MDPs for a varying number of components using DP. We do not discuss the cost performance of

the resulting TBM and CBM optimal policies, but consider how the computational requirements

for solving the MDPs scale with the number of components. Since the structure of the two MDPs

are largely different, the answer is not the same in the two cases.
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Single-component CBM studies using MDPs, as proposed in Derman (1963); Kurt & Khar-

oufeh (2010); Neves et al. (2011), model component deterioration on a discrete set of states

S′ = {0, . . . , D} with 0 being as good as new and D being a failed component. In TBM modeling,

these states represent the age of a component (Dekker et al., 1996; Barreto et al., 2014). When

formulating an MDP for a system with N components, a natural choice for the state space, S,

would be S = (S′)N , which has size |S| = (D + 1)N . The numerical examples presented in most

multi-component CBM studies are limited to a few components, so that general conclusions from

identified structures in the optimal policy and sensitivity analyses are easier to convey. For in-

stance, in Sun et al. (2018) the authors consider a system with N = 3 and D = 19 as their largest

example, which results in |S| = (19 + 1)3 = 8000. A larger example is found in Jiang & Powell

(2015) where a finite-horizon CBM replacement problem with N = 7 components, D = 10, and a

state space size of |S| = (10 + 1)7 ≈ 1.9× 107 is solved to optimality. Concerning multi-component

TBM models using MDP, the largest example we found is in Barreto et al. (2014), where an

infinite-horizon TBM replacement problem with up to N = 5 components and |S| ≈ 1.6 × 105 is

solved to optimality. The reported computation times in these studies are heavily dependent on

the algorithm implementation and the hardware that is used. Their purpose is to act as a baseline

for comparison with novel heuristic algorithms, and as such we cannot use them as guidelines for a

general size limit of the multi-component maintenance problems. The implementation details are

an often overlooked aspect in studies using DP, but they have a crucial impact on the performance.

For example, our implementation is able to solve numerical examples from Olde Keizer et al. (2016)

and Barreto et al. (2014) orders of magnitude faster, than the times reported in the studies.

Maintenance models using MDP often start by assuming a discrete state space, because this

is a requirement of DP algorithms. In practice, the condition monitoring procedure in a CBM

application includes processing raw data signals of physical variables such as vibration or temper-

ature. In this case, the deterioration process of the components is most naturally modeled on a

continuous state-space. In accordance, we assume the underlying deterioration of the components

follow a gamma process in the system we consider. We then explore the effects of discretization,

that is, number of intermediate states between as-good-as-new and failure. The level of discret-

ization greatly affects the number of components we can handle in a multi-component system.

Nonetheless, we have not found any studies that go into detail in this aspect. Our results indicate
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that a coarser discretization level than previously suggested is adequate.

The potential for optimization in an implementation of DP depends on the system charac-

teristics, for instance how we compute and store the transition probabilities in the MDP. In this

context, it is important whether the deterioration processes of the system components are depend-

ent, also known as stochastic dependency. In the system we consider, the dependency between the

gamma process of each component is modeled using a Lévy Copula. We illustrate how the level of

dependency affects the computational requirements for solving the MDP.

In summation, the contributions of our paper are the following:

• We propose a unifying modeling framework for TBM and CBM in multi-component systems.

• We provide realistic limits to the size of multi-component replacement problems, for which

they can still be solved to optimality using commonly accessible computer resources.

• We empirically demonstrate the different computational limitations when solving large CBM

problems compared to large TBM problems.

• We show that a relatively coarse choice of discretization level is sufficient to solve multi-

component CBM problems with continuous-state deterioration processes, such that a near-

optimal solution is obtained.

• We show how stochastic dependency among components affects the computational require-

ments.

The rest of the paper is organized as follows: In Section 2, we present the system and formulate

the MDP models for CBM and TBM. In Section 3, we summarize the DP algorithms we use to solve

the MDPs, and relevant implementation details. Section 4 contains the results of the numerical

experiments, and in Section 5 we provide a conclusion to the study.

2. Problem description

We consider a multi-component system for which we formulate two replacement models for

CBM and TBM, both using an MDP. In the models, we assume (a) fixed inspection intervals, (b)

full system observability, and (c) perfect maintenance actions, i.e., replacements.
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The purpose of this study is to investigate the computational requirements for solving the two

models, and we note that relaxing any of the three assumptions makes this task more difficult.

Before we proceed to the formulation of the models, we therefore provide some examples of how

assumptions (a)-(c) can be relaxed and how this affects the resulting optimization problem.

(a) The inspection frequency, for revealing the system condition, is sometimes assumed to

be a decision variable. An example of a policy optimization approach is the delay-time model

with delayed postponement in van Oosterom et al. (2014). Here, the policy is parametrized by a

threshold for the age at which we inspect a component, and if it is found to be close to failing, a

second parameter determines the time until it is replaced. One way to include irregular inspections

in an MDP formulation is to consider a very short interval between decision epochs and include

“inspection” and “no inspection” as possible actions (Andriotis & Papakonstantinou, 2019). The

MDP version then considers a more flexible policy space than the policy optimization version,

since an inspection or replacement may be triggered by any combination of the time since the last

inspection and the condition found at that inspection. In that sense, this MDP formulation can

also be seen as a hybrid of TBM and CBM. However, an obvious caveat is that the state space in

this MDP has a higher dimension than a pure CBM or TBM model, since it requires two variables

per system component, namely age and condition.

(b) The issue of partial information is due to inspections not being perfect. This can be dealt

with by formulating the optimization problem as a partially observable MDP. Except for very

small problems, these models can only be solved approximately either using point-based algorithms

(Nguyen et al., 2019; Pineau et al., 2003), or a policy optimization approach as in Naderkhani ZG

& Makis (2015).

(c) Imperfect maintenance can be incorporated by including actions in the MDP that improve

the condition or reduce the age of components, but not all the way to the as-good-as-new state.

The result is a larger action space and, if the effect of the imperfect maintenance is random,

more nonzero transition probabilities in the MDP. Both of these factors make for a more difficult

optimization problem.

2.1. System description

We consider a multi-component system with N deteriorating components with a K-out-of-

N reliability structure, meaning that the system is functioning as long as K components are
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functioning. We choose this reliability structure as it is quite general and it includes the special

cases of series systems (K = N) and parallel systems (K = 1). We note that other reliability

structures, such as series-parallel systems, can be modeled by appropriately changing the reward

function in Section 2.3. Examples of other studies that use MDP and the K-out-of-N structure

are Sun et al. (2018); Olde Keizer et al. (2016); Andriotis & Papakonstantinou (2019).

The components are subject to deterioration, and their joint condition is described by a mul-

tivariate stochastic process {Xt}t∈[0,∞) = {(X1
t , . . . , X

N
t )}t∈[0,∞), with Xi

t being the condition of

component i at time t. We assume Xi
0 = 0 and that component i fails when Xi

t reaches a failure

threshold L, which is assumed to be the same for all components without loss of generality for the

process we describe in Section 2.2. The components are stochastically dependent, meaning that

the marginal processes Xi
t are mutually dependent. This is relevant for systems where the deteri-

oration of components are affected by the same external factors in the operating environment, e.g.,

weather condition.

In the CBM model, we assume that we observe the process, i.e., the condition of each com-

ponent. In the TBM model, we only observe whether components are functioning or not, and

replacement decisions are based on the ages of the components. We assume that replacements can

be carried out at regularly spaced maintenance windows, and that the time required to replace a

component is negligible. If component i is replaced before it fails, we incur a preventive replace-

ment cost, cip, and if the replacement happens after the failure we incur a corrective replacement

cost, cic. Furthermore, we assume there is a setup cost, cs, if at least one component is replaced in a

given maintenance window and a system failure cost, cf , if less than K components are functioning

at the time of replacement.

2.2. Deterioration process

In practice, CBM often involves monitoring physical variables of the components, hence it is

natural to model the deterioration as a continuous-state stochastic process. The choice of stochastic

process is often dictated by the nature of the physical deterioration process, whether it is corrosion,

shock damage, crack growth, and the kind of data that is collected, e.g. temperature, vibration

magnitude, or geometry. In several CBM studies, MDPs are used in conjunction with such deteri-

oration processes. For example, Brownian motion with drift (Sun et al., 2018), geometric Brownian

motion (Elwany et al., 2011), inverse Gaussian process (Chen et al., 2015), and the gamma process
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Figure 1: Realizations of Xt for N = 2, α1 = α2 = 7/4, β1 = β2 = 15/2 and θ = 0.2 (dotted), θ = 1 (dashed), θ = 3

(solid).

(Nguyen et al., 2019; Andriotis & Papakonstantinou, 2019).

In this paper, we assume that Xt is a multivariate Lévy process, which has time-homogeneous

and independent increments Xt−Xs, 0 ≤ s < t. We assume for each i = 1, . . . , N that the marginal

process is a gamma process, that is, Xi
t − Xi

s ∼ Gamma((t − s)αi, βi), where αi and βi are the

shape and rate parameter of component i. The dependence between the components is described

via a Clayton-Lévy copula function. This copula has one parameter, θ > 0, which dictates the

dependency of jump sizes, where larger values increases the tendency to observe simultaneous large

jumps in each component. Figure 1 shows simulated realizations of Xt with two components for

different values of θ. We will also consider the special case of independent components, which we

will abbreviate as the θ = 0 case. We will not go into details about Lévy Copulas but refer the

reader to Grothe & Hofert (2015), which presents the simulation algorithm we use in Appendix

A, or Shi et al. (2020); Li et al. (2016); Jiang et al. (2019), where gamma processes and the

Clayton-Lévy copula are used in the context of deterioration modeling.

2.3. MDP formulation

In this section we formulate an MDP for both the CBM and the TBM version of the replacement

problem. In both models we consider the maintenance windows, which in MDP terminology are

called decision epochs, to be spaced with unit distance, τ ∈ {0, 1, . . .}. At each epoch, the system

occupies one of a finite set of states S = {0, . . . , D}N , where an element s = (s1, . . . , sN ) describes

the state of the system. In both the CBM and the TBM model, the state of component i is a

number si ∈ {0, . . . , D}, where si = 0 corresponds to a new component and si = D is a failed
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component. The information in si is different for the two models though. In the CBM model, si is

a discretized version of the condition, Xi
τ , and in the TBM model si is the age of the component,

i.e., the number of epochs since the last replacement.

At each decision epoch we choose an action from a finite set A = {0, 1}N . When an element

ai of an action a ∈ A equals 1 (0), this corresponds to replacing (not replacing) component i.

Depending on the current state s ∈ S and action a ∈ A we receive a reward r(s,a) and the system

transitions to a new state s′ ∈ S with probability p(s′|s,a). Together S, A , p(·|·, ·), and r(·, ·) define

an MDP. Actions are chosen according to a policy, π ∈ Π, where Π is the set of all mappings from

S to A. Solving the MDP means to identify an optimal policy, π∗ ∈ Π, that maximizes the reward

received over an infinite horizon. The optimal policy π∗ minimizes the long-run maintenance cost,

which we formulate as a maximization problem where all rewards in the MDP are negative.

The reward function is the same for both the TBM and the CBM model and it is defined by

r(s,a) =

N∑
i=1

ai
(
cip1si<D + cic1si=D

)
+ cs

(
1−

N∏
i=1

(1− ai)

)
+ cf1|{i:si<D}|<K , (1)

where 1A is the indicator function for event A. The first term of Equation (1), is the replacement

costs. The second and third terms account for the setup cost and system failure cost, respectively.

In Sections 2.4 and 2.5 we describe, for each of the two models, how we obtain transition

probabilities p(s′|s,a) from the underlying deterioration process Xt. Since the replacement of a

component is assumed to be instantaneous, the replacement action a instantly moves the system

from state s to a post-decision state, ((1 − a1)s1, . . . , (1 − aN )sN ) ∈ S, that is, the same state

only with zero entries for the replaced components. The transition to state s′ then occurs with

probability p(s′|((1 − a1)s1, . . . , (1 − aN )sN ),0), where 0 ∈ A is the action of not replacing any

components. Let q(s′|s) = p(s′|s,0). It now suffices to specify q(s′|s) for all s, s′ ∈ S, which is

determined from the evolution of Xt.

The process Xt describes the condition of the unmaintained system, where no replacements

are performed. The condition of the maintained system, here denoted Yt = (Y 1
t , . . . , Y

N
t ) is the

process, with the same increments Yt2 −Yt1 = Xt2 −Xt1 , 0 ≤ t1 < t2 <∞, when no replacements

are done in the interval [t1, t2], and for which a replacement, say of component i at time t, leads to

Y i
t = 0. The time of replacements depends on the policy, π being used. Specifically, at epoch τ , the

true system condition is mapped to an element of the discrete MDP state space, Zτ = (Z1
τ , . . . , Z

N
τ ),

and Zτ is then mapped to a replacement action via π. The mapping to Zτ is defined differently
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for the CBM model and the TBM model. In Section 2.6, we discuss the implications of using Zτ

to make decisions.

2.4. CBM model

For the CBM model, a state s ∈ S is the condition information from the process Yt, only

in a discretized form. We could formulate the MDP using the same continuous state space as

the process Yt. Such a model can be useful if the objective is to prove that the optimal policy

has a specific structure, which is done in Elwany et al. (2011); Chen et al. (2015); Sun et al.

(2018); Özekici (1988). Identifying the optimal policy in an MDP with a continuous state-space is

equivalent to solving a nonlinear functional equation, namely the Bellman equation. But, even with

a characterization of the optimal policy, it is generally impossible to solve this equation analytically

(Özekici, 1988). The MDP must therefore be solved using the iterative algorithms in Section 3,

but in order to do so, the state space must first be discretized and transition probabilities between

the new discrete states must be approximated. Besides the references already mentioned in this

paragraph, Andriotis & Papakonstantinou (2019); Nguyen et al. (2019); Olde Keizer et al. (2016)

also discretize a continuous deterioration process in order solve an MDP.

Recall that L denotes the failure limit for each of the marginal deterioration processes. We

discretize the interval [0, L) intoD equally sized intervals Ik = [kL/D, (k+1)L/D), k = 0, . . . , D−1,

and let ID = [L,∞). We then form a mapping of the the true condition of component i at epoch

τ , Y i
τ , to a discrete state si ∈ {0, . . . , D}, by letting Ziτ = si, if Y i

τ ∈ Isi . Thus, Yτ ∈ Is where

Is = Is1×· · ·× IsN is mapped to Zτ = s. In the MDP, we approximate the transition probabilities,

q(s′|s), between the discrete states s, s′ ∈ S by

q(s′|s) = P (Xτ+1 ∈ Is′ |Xi
τ = siL/D, i = 1, . . . , N), (2)

i.e., we assume component i is at the left endpoint of interval Isi at epoch τ .

In the case of independent component deterioration (θ = 0), the probability in Equation (2)

factorizes. Let qi(s
′|s) = P (Xi

τ+1 ∈ Is′ |Xi
τ = sL/D), s, s′ ∈ {0, . . . , D}, i.e. the probability that

component i moves from discrete state s to s′. Then

q(s′|s) =
N∏
i=1

qi(s
′
i|si). (3)
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We can calculate qi(s
′
i|si) from the distribution function of the marginal process Xi

t . When θ > 0

there is, however, no known analytical expression for the distribution of Xt, so we resort to Monte-

Carlo simulation to estimate the probabilities in Equation (2). The details of this procedure are

described in Appendix A.1.

2.5. TBM model

A number of studies consider multi-component TBM models similar to the MDP we formulate

in this section, namely Haurie & l’Ecuyer (1982); Dekker et al. (1996); Sun et al. (2007); Xia et al.

(2008); Barreto et al. (2014). In a TBM model, the element si of a state s ∈ S represents the age

of component i. At each transition, a component can either fail and transition to state D, or age

by one time unit, thereby transitioning to state si + 1. In the mentioned references, the failure

probability is assumed to be a known function of the component age. In our model, we construct

the failure probabilities from the underlying unobserved deterioration process. That is, Ziτ = si

if Y i
τ < L and the last replacement was at epoch τ − si. If the component has failed, Y i

τ ≥ L, or

the last replacement was at least D epochs ago, then Ziτ = D. Therefore, D is also a truncation

point for the maximum age of a component, because the algorithms we describe in Section 3 only

work for finite state spaces. We want to set D at a level high enough that the components are very

unlikely to reach that age. On the other hand, we do not want the state space to be larger than

necessary, so D is set individually for each component, Di, i ∈ {1, . . . , N}, such that P (Xi
Di
< L)

is close to zero. The state space of the TBM MDP is therefore S = {0, . . . , D1}×· · ·×{0, . . . , DN}.

We first look at the transition probabilities of a system with independent component deteriora-

tion (θ = 0) as these are easier to express. Let qi(s
′|s) denote the transition probability of a single

component as in Section 2.4. For the TBM model we define it as

qi(s
′|s) =



P (Xi
s+1 ≥ L|Xi

s < L) s′ = Di, s < Di − 1

P (Xi
s+1 < L|Xi

s < L) s′ = s+ 1 < Di

1 Di − 1 ≤ s ≤ s′ = Di

0 else.

(4)

The first line is the probability of a functioning component of age s failing, the second line is the

probability of not failing. If component i has age s = Di − 1 or is failed, s = Di, it will be in state

Di at the next epoch with certainty, which is the content of the third line. For θ = 0, the joint

transition probability q(s′|s) can again be calculated using Equation (3).
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Now consider θ > 0 and that the system is in (post-decision) state s ∈ S. We define Fs, Es ⊆

{0, . . . , N} by Fs = {i : si = Di} and Es = {i : si = Di − 1}, i.e., the set of failed and almost

failed components, respectively. The only possible transitions are to the states s′ ∈ S for which

Fs ∪ Es ⊆ Fs′ and s′i = si + 1 for i ∈ F c
s′ , where Ac denotes the set complement of A. In other

words, each working component in state s has the possibility of failing, and there is one state, s′,

for each combination of possible failures. We approximate this transition probability with

q(s′|s) = P

 ⋂
i∈Fs′\(Fs∪Es)

Y i
τ+1 ≥ L

 ∩
 ⋂
i∈F c

s′

Y i
τ+1 < L

∣∣∣∣∣ ⋂
i∈(Fs∪Es)c

Y i
τ < L

 , (5)

where the policy that decides replacement times in Yt are described together with the Monte Carlo

estimation procedure in Appendix A.2. The set Fs′ \ (Fs ∪Es) in Equation (5) are the functioning

components that fail by exceeding the limit L in the transition to s′. The appearance of this set

is because we do not require the components in Fs ∪ Es to exceed the failure limit L as they are

by definition already certain to be in the failed state after the transition. The set F c
s′ are the

components that are still functioning in state s′. In Section 2.6 we elaborate on why Equation (5)

is only an approximation and the implications for the policy we obtain by solving the MDP.

2.6. Markov properties of induced stochastic processes

In an MDP, any policy, π : S → A, induces a Markov chain, Sτ , τ = 0, 1 . . ., on the set

of states S, where Sτ is the state at epoch τ . Specifically, Sτ has the Markov property since

P (Sτ+1 = s′|Sτ = s) = p(s′|s, π(s)), which does not depend on Sτ−1, . . . ,S0. Recall that Zτ is the

stochastic process obtained by mapping the true system condition, Yτ , to the MDP state space

S. The transition probabilities, p(s′|s, π(s)) defined in Equations (2) and (5), are approximations

of the probabilities P (Zτ+1 = s′|Zτ = s), s, s′ ∈ S; thus, the processes Zτ and Sτ have different

properties. This is demonstrated in Sections 2.6.1 and 2.6.2 through examples showing that Zτ is

not necessarily Markovian.

2.6.1. TBM

Consider the case of a two-component system where the policy is to never replace any com-

ponents. Suppose we have observed the following: At the beginning of the previous epoch, both

components were new, Zτ−1 = (0, 0), and at the current epoch the first component has failed

while the second has aged by one, Zτ = (D1, 1). The failure is caused by a large increment,
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Y 1
τ − Y 1

τ−1, in the underlying deterioration process. Since this is correlated with Y 2
τ − Y 2

τ−1,

knowing Zτ−1 provides additional information about how likely the second component is to fail

before the next epoch, τ + 1, so it is possible that P (Zτ+1 = (D1, D2)|Zτ = (D1, 1)) and

P (Zτ+1 = (D1, D2)|Zτ = (D1, 1),Zτ−1 = (0, 0)) are not equal.

The implication is that in a multi-component system with dependent deterioration increments

among components, the globally optimal TBM policy is a history-dependent policy (Puterman,

2005). This means that actions are chosen based on the entire history of observed states, and

finding the optimal policy within this class is generally computationally intractable. The MDP

we propose in Section 2.5 is therefore only an approximate model. Nonetheless, we include it in

the numerical study for two reasons: First, the policy obtained from solving the MDP is at least

as good as any heuristic policy that is contained in the set of Markovian policies, e.g., age-based

and block-replacement policies. Secondly, from a computational aspect the case with dependent

components is interesting as it represents the situation that all transition probabilities in the MDP

have to be estimated in advance, which requires additional memory. Finally, it is important to

notice that when components deteriorate independently, the issues regarding the Markov property

disappear, since the MDP transition probabilities in Equation (4) are not approximations as in

Equation (5) but exact.

2.6.2. CBM

In the CBM case, it is possible to construct a two-component example similar to that in

Section 2.6.1, to show that the process Zτ is non-Markovian. However, this is also true even

in a single-component system. Suppose we observe Zτ−2 = 0, Zτ−1 = 0, and Zτ = 0, which

from the definitions of Zτ and S imply that Y 1
0 , Y

1
1 , Y

1
2 ∈ [0, L/D). Knowing that Y 1

τ spent two

periods in [0, L/D) provides additional information about whether it will stay in this interval, so

in general P (Zτ+1 = 0|Zτ = 0) and P (Zτ+1 = 0|Zτ = Zτ−1 = Zτ−2 = 0) are not equal. As

the example illustrates, the non-Markovian behavior of the observed MDP states, Zτ , stems from

the discretization of the continuous state space. As we increase the number intervals, D, the

error introduced by the discretization diminishes, hence the policy we obtain from the MDP will

approach a globally optimal CBM policy.
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3. Solution methods

Our overall goal is to solve as large instances of the MDPs formulated in Section 2 as possible.

To solve the MDPs, we use iterative DP algorithms. There are two different avenues of optimization

for these algorithms: Lowering the required number of iterations, and optimizing the speed of the

calculations within each iteration. The latter mainly revolves around how transition probabilities

are handled in the implementation. Details regarding this are provided in Section 3.7.

The former can be achieved by choosing the best algorithm configuration from a toolbox of

methods. These are presented in Sections 3.1-3.6. The three main algorithms, Value Iteration

(VI), Policy Iteration (PI), and Modified Policy Iteration (MPI) are briefly reviewed in Sections

3.1-3.3. It is generally impossible to know in advance, which of the three algorithms is better

for a particular MDP. Complexity results for MPD algorithms are surveyed in Littman et al.

(1995), however, the authors conclude with the statement that these results are of marginal use

to practitioners. In practice, the algorithms are usually much faster than their theoretical worst-

case run times (Sutton & Barto, 2018). The empirical approach we employ is therefore justified.

Besides iterative algorithms, optimal policies can also be obtained via linear programming, but

this method becomes impractical already at much smaller problem sizes (Sutton & Barto, 2018),

and is therefore not included.

We solve the infinite-horizon version of the problems using the expected total discounted reward

optimality criterion. That is, from the set of all mappings from S to A, Π, we seek to find the

optimal policy, π∗ ∈ Π, satisfying vπ∗(s) = maxπ∈Π vπ(s) ∀s ∈ S, where vπ : S → R is called the

value function and where vπ(s) is the expected total discounted reward when starting in state s ∈ S

and following policy π ∈ Π. The optimal policy is found by solving the Bellman equations,

v(s) = max
a∈A

{
r(s,a) + γ

∑
s′∈S

p(s′|s,a)v(s′)

}
∀s ∈ S, (6)

where 0 ≤ γ < 1 is the discount factor.

3.1. Value Iteration

The standard value iteration algorithm is an iterative algorithm that in each iteration, n,

updates an estimate of the value function, vn ∈ R|S|. Starting with an arbitrary v0 the updates
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are computed by

vn+1(s) = max
a∈A

{
r(s,a) + γ

∑
s′∈S

p(s′|s,a)vn(s′)

}
∀s ∈ S. (7)

When Equation (7) is used repeatedly vn(s)→ vπ∗(s) as n→∞, see Theorem 6.3.1 in Puterman

(2005). When the value function converges, the final policy is obtained from the maximizing actions

in the last use of Equation (7). We elaborate more on convergence in Section 3.5.

3.2. Policy Iteration

PI is based on two fundamental steps: Policy evaluation in which the value function of the

current best policy is computed, and Policy improvement, in which the policy is improved based

on the recently computed value function.

Let πn denote the policy in iteration n, and let vn denote the value function that corresponds

to policy πn. The purpose of the first step of PI is to derive vn by solving the linear system

(I − γPπn)vn = rπn . Here, rπn ∈ R|S| is the reward vector with elements r(s, πn(s)) and Pπn ∈

R|S|×|S| is the transition probability matrix with elements p(s′|s, πn(s)), s, s′ ∈ S. Subsequently, the

second step of PI finds an improved policy by applying Equation (7) and assigning the maximizing

actions to πn+1. The algorithm is initiated with an arbitrary π0 ∈ Π and continues until an

improving policy can no longer be obtained — i.e., when πn+1 = πn. Because the problem instances

we wish to solve are quite large, we solve the linear system (I − γPπn)vn = rπn using iterative

methods. Letting v̂0 be the value function after using Equation (7) in the improvement step we

then produce iterates v̂k that approach vn as k →∞ in the following manner,

v̂k+1(s) = r(s, πn(s)) + γ
∑
s′∈S

p(s′|s, πn(s))v̂k(s
′) ∀s ∈ S. (8)

In practice, the required number of policy improvement steps can be quite low, and if this is

the case, PI is often superior to VI. However, for some MDPs it may be inefficient to perform an

exact policy evaluation at each iteration, in particular if the number of actions is low, because the

VI update in Equation (7) is then not much more expensive than the policy evaluation step in

Equation (8). The next algorithm can be seen as a combination of VI and PI and attempts to

incorporate the advantages of both algorithms.
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3.3. Modified Policy Iteration

We do not require an exact estimate of the value function vn to find a better policy in the

improvement step of PI. If we terminate the policy evaluation procedure in Equation (8) prema-

turely, we get the MPI algorithm (Puterman, 2005). The evaluation step is now referred to as

partial evaluation, and in our implementation we stop at k = m or when the sequence v̂k converges

to vn, whichever comes first. The optimal iteration limit, m ∈ N, is determined experimentally.

The MPI algorithm terminates when the value function converges upon being updated to v̂0 in the

improvement step.

3.4. Update schemes

The updates of the value function in Equations (7) and (8) will be referred to as standard

(STD) in Section 4. Besides this, we test two additional update schemes, namely the Gauss-Seidel

(GS) method and Successive Over-Relaxation (SOR). Both schemes speed up the convergence of

the algorithms by inserting updated values v̂k+1(s) (vn+1(s)) into Equation (8) (Equation (7)) as

soon as they become available. The SOR method involves a relaxation parameter, 1 ≤ ω < 2, and

the best value must be determined experimentally.

3.5. Stopping criteria

All three algorithms that were presented in Sections 3.1-3.3 require a definition of convergence to

be able to stop. In this study, we test two different methods: The supremum norm, ‖vn+1− vn‖ =

maxs∈S |vn+1(s) − vn(s)|, and the span seminorm, sp(vn+1 − vn) = maxs∈S{vn+1(s) − vn(s)} −

mins∈S{vn+1(s) − vn(s)}. Let ε > 0 denote a tolerance parameter. When using the supremum

norm, we stop the algorithm when ‖vn+1 − vn‖ < ε(1− γ)/2γ and for the span seminorm we stop

when sp(vn+1 − vn) < ε(1 − γ)/γ . This ensures that ‖vπn+1 − vπ∗‖ < ε, see Theorem 6.3.1 and

Proposition 6.6.5 in Puterman (2005). The span criterion is more sensitive and often terminates

the algorithm much earlier. However, it does not apply to the GS and SOR update, which is why

we consider both criteria.

3.6. Initializations

The initialization v0, and π0 in PI and MPI, affects the number of iterations that are required

for algorithms to terminate. In order to assess the effect of the initialization, we consider three
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different strategies. First, an initialization above the optimal value function, vπ∗ ≤ v0, which is

simply a zero initialization v0(s) = 0 and π0(s) = 0 for all s ∈ S. Secondly, an initialization below

the optimal value function, vπ∗ ≥ v0, which is formed by setting π0(s) = argmaxa{r(s,a)} and

v0(s) = r(s, π0(s)) + γ(1 − γ)−1 mins{r(s, π0(s))} for all s ∈ S. Thirdly, we also use a random

initialization where π0(s) is sampled randomly from A and v0(s) is sampled randomly between the

upper and lower bound from the other two initializations.

3.6.1. Multigrid algorithm

In the CBM model we also consider a multigrid algorithm similar to that in Chow & Tsitsiklis

(1991), where the MDP is solved multiple times for successively finer discretization levels. We first

solve the MDP with a small value of D (coarse grid), and use the resulting value function, vD, and

policy, πD, to initialize the algorithm for solving the MDP with a 2D discretization (finer grid),

that is, where the length of each interval Ik ⊂ [0, L) defined in Section 2.4 has been halved. More

formally, just as we defined S and the regions Is ⊂ [0, L)N for s ∈ S for the discretization level D,

we let S′ and I′s′ for s′ ∈ S′, be defined correspondingly for the discretization level 2D. Then for

each s′ ∈ S′ there is exactly one state s ∈ S such that I′s′ ⊂ Is, and we initialize the MDP for 2D

discretization with v0(s′) = vD(s) and π0(s′) = πD(s). After solving this MDP, the whole process

is repeated until a policy for a sufficiently fine discretization has been obtained.

3.7. Implementation details

In this section we describe different strategies for handling transition probabilities in the al-

gorithm implementation, as this is the main performance bottleneck when solving large MDPs.

3.7.1. Store in memory

The most efficient method in terms of speed is to calculate all transition probabilities q(s′|s),

for all s′, s ∈ S where q(s′|s) > 0, and store them in memory before we run the algorithm. For the

TBM model the memory requirement for this is in the order of |S|2N because it requires storing

a probability for each combination of failures of the N components for each state s ∈ S. For the

CBM model the number of nonzero transition probabilities is in the order of |S|2. However, since

the deterioration process Xt is assumed to have stationary increments, we can choose to only store

|S| probabilities at the expense of additional computations. For u ∈ S, q(u|0) = P (X1 ∈ Iu) is the
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probability that each component advances ui discrete states in one transition. We define the set

Us,s′ = {u ∈ S : ui + si ≥ D if si ≤ s′i = D and ui + si = s′i if si ≤ s′i < D}, (9)

which are the possible increments that moves us from state s to s′. Note that if s′i = D, then any

increment ui ∈ {0, . . . , D} such that si + ui ≥ D will result in s′i = D. The probability q(s′|s) can

now be calculated at runtime as the sum

q(s′|s) =
∑

u∈Us,s′

q(u|0), (10)

provided we calculate and store q(s|0) for all s ∈ S before running the algorithm. The simulation

procedure for estimating q(s|0) is provided in Appendix A.1.

3.7.2. Calculate at runtime

At some point, when the number of components is large enough, storing all probabilities is

impossible. Whether or not we can still solve the MDP depends on how fast we can compute the

transition probabilities as they appear in the algorithm at runtime. For the case of dependent

components, we would have to do this with Monte-Carlo estimation, which is extremely slow. In

the case of independent components it can be done quite efficiently using Equation (3), and it

only requires storing qi(s
′
i|si) for each s′, s ∈ {0, . . . , D} and i ∈ {1, . . . , N} which is (D + 1)2N

probabilities.

When updating the value function at a system state s ∈ S, as in e.g. Equation (7), we need

the transition probabilities for all states s, s′ ∈ S for which q(s′|s) > 0. Suppose q(s′|s) > 0,

q(s′′|s) > 0, and that s′j 6= s′′j for some j but s′i = s′′i for i 6= j. If we have already calculated

q(s′|s) then we have q(s′′|s) = q(s′|s)qj(s′′j |sj)/qj(s′j |sj), which is faster than calculating Equation

(3) from scratch. In our implementation, we use a lexicographical ordering of the states in S to

systematically go through all possible transitions knowing which components are identical in s′

and s′′, and thereby avoid a substantial number of unnecessary operations.

4. Numerical study

The difficulty of solving the TBM and CBM models described in Section 2 might depend on

the parameters of the system. For each number of components, N , we therefore consider three

levels of component dependency: Independence (θ = 0), weak dependence (θ = 0.2), and strong
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dependence (θ = 3.0). For each combination of θ and N we then generate 30 system instances

with varying deterioration and cost parameters chosen as follows: K is uniformly distributed

on {1, . . . , N}, L = 1, αi ∼ U(13/8, 15/8), βi ∼ U(25/4, 35/4), cs = −25 − 5(N − K), cf =

−500 − 500(N − K), cip ∼ N (−6βi/αi, 5
2), cic ∼ N (−12βi/αi, 5

2), where U(a, b), and N (µ, σ2)

denote the uniform distribution on the interval [a, b] and the Normal distribution with mean µ

and variance σ2, respectively. We found these parameter ranges, by experimenting with different

configurations for N = 2 and N = 3, and inspecting the resulting optimal policy. If the parameters

are not balanced, the resulting optimal policy might be trivial, e.g. π∗(s) = 0 for all s ∈ S, which

can be identified very quickly, and we want to avoid these uninteresting cases.

For each value of N , we now have 90 MDPs for CBM and 90 MDPs for TBM. The transition

probabilities in the CBM models are estimated from 109 realizations of X1, and in the TBM models

we estimate from 108 trajectories of Xt as described in Appendix A. In the TBM models, the age

truncation, Di, for component i, is set as the lowest integer such that P (Xi
Di

< L) < 10−6. For

the chosen distributions of αi and βi, this results in Di being in the range of 12 to 17.

All numerical experiments were performed on a Huawei XH620 V3 server node, which has two

Intel Xeon Processor 2660v3 with ten 2.60GHz cores each (we only utilize one core unless explicitly

mentioned) and 128GB RAM. All the algorithms were implemented in C++.

4.1. Algorithm comparison

In this section we test each configuration of the solution methods presented in Sections 3.1-3.6.

The objective is to identify a configuration that is consistently fast across all system instances.

We test all feasible configurations of algorithm (VI, PI, MPI), value function update (STD,

GS, SOR), stopping criterion (supremum, span), MPI iteration limit m ∈ {10, 20, . . . , 100}, SOR

relaxation ω ∈ {1.0, 1.1, . . . , 1.9}, and initialization (above, below, and one random per MDP). The

number of feasible combinations is 468 for the TBM model, and 624 for the CBM model because

the CBM model also includes the multigrid initialization method. The discount factor and the

tolerance parameter are set to γ = 0.99 and ε = 0.001, respectively.

Testing all configurations is too time consuming for the MDPs where |S| is large. Initially we

therefore focus on a set of smaller MDPs, where the fastest algorithm configuration for each MDP

uses between 10 seconds and 250 seconds to solve it. In the TBM case, we have 51 MDPs with

N = 4 and |S| between 57344 and 143640. In the CBM case, we have 318 MDPs with combinations
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of N ∈ {2, 3, 4, 5} and D ∈ {4, 6, 8, 12, 16, 24} resulting in |S| between 2197 and 15625.

Table 1 shows the best performing configurations, and demonstrates that the fastest config-

uration is not the same for all MDPs. In the TBM case, no configuration is the fastest in more

than 7 out of the 51 MDPs. Furthermore, any one configuration is on average at least 30% slower

when comparing its runtime to the lowest runtime among all configurations. We also note that

among the fastest configurations for each MDP, the initialization methods “below”, “above”, and

“random” were present 68%, 28%, and 4% of the time, respectively. Furthermore, for the MPI-

m-STD-span-(...) configurations the average increase in runtime from the worst initialization to

the best initialization increases with m, from 9% at m = 20 to 21% at m = 90. Taking all of this

into account, we choose the MPI-60-STD-span-below configuration when solving larger system

instances in the Section 4.3.

In the CBM case, we pick the MPI-20-STD-span-multigrid configuration for solving large

MDPs. For all combinations of MDP and algorithm configuration, the multigrid initialization is

the fastest 74% of the time. In these 74% of the combinations, the second fastest initialization is

60% slower on average. In comparison, when the multigrid initialization is not the fastest, it is 17%

slower on average. In 7 out of the 318 CBM MDPs a configuration using the SOR update scheme

was the fastest. In these 7 cases, the MPI-20-STD-span-multigrid configuration is 78% slower on

average, so for a given set of system parameters there is a small chance that an SOR configuration

will be most effective. However, in many of the MDPs the SOR configurations do not converge,

and when they do, they are between 8 and 16 times slower than the fastest configuration.

4.2. CBM discretization

When we constructed the MDP for the CBM case in Section 2.4, we discretized the continuous

deterioration process. Let π∗D denote the policy we obtain from solving the CBM MDP with D

discretization intervals. This policy is optimal w.r.t. the discretized deterioration process, and

by choosing a large enough D, π∗D will also be near-optimal w.r.t. the original continuous-state

process. In this section, MDPs are solved using a discount factor γ = 0.99. A low tolerance, ε, is

redundant if we cannot solve the problem for a sufficiently large value of D, hence we use a less

strict tolerance ε = 1.

As a way of assessing how close π∗D is to being globally optimal, we look at the total dis-

counted reward obtained from simulating the maintained systems, Yt, when actions are chosen
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TBM: 51 MDPs Configuration relative runtime #fastest

Top 3

relative runtime

MPI-80-STD-span-above +30.0% 0

MPI-80-STD-span-below +30.1% 1

MPI-90-STD-span-below +30.2% 3

Top 3

#fastest

MPI-40-STD-span-below +39.0% 7

MPI-100-SOR-1.0-sup-below +54.0% 7

MPI-60-STD-span-below +32.0% 4

CBM: 318 MDPs

Top 3

relative runtime

MPI-30-STD-span-multigrid +16.0% 35

MPI-20-STD-span-multigrid +16.3% 42

MPI-40-STD-span-multigrid +17.3% 15

Top 3

#fastest

MPI-10-STD-span-multigrid +19.0% 186

MPI-20-STD-span-multigrid +16.3% 42

MPI-30-STD-span-multigrid +16.0% 35

Table 1: Best performing algorithm configurations. The abbreviation in the configuration column denotes algorithm-

m-update scheme-stopping criterion-initialization. The column relative runtime is a measure for whether the config-

uration works well across different system parameter settings. Specifically it is the configuration runtime relative to

the lowest runtime among all configurations and then averaged over all the solved MDPs. The column #fastest is

the number of MDPs for which the configuration had the lowest runtime.

according to π∗D(Zτ ). This is shown in Figure 2 for N = 4 and different discretization levels

D ∈ {2, 3, 4, 6, 8, 12, 16, 24}. These particular values of D are used as they appear when starting

the multigrid procedure with either D = 2 or D = 3. For each value of D and system instance

j = 1, . . . , 90, we let v̄Dj denote an estimate of the expected total discounted reward when starting

with all new components, i.e., in state Y0 = 0. We calculate v̄Dj as the average of 10000 realizations

of 1000 time steps of the maintained system. We choose this simulation length because after time

1000 all remaining rewards in an infinitely long horizon account for only γ1000/(1 − γ) ≈ 0.5% of

the total. The 10000 realizations result in standard errors of v̄Dj between 3.4 and 19.6 where the

95th percentile is 11.3.

As Figure 2 indicates, in all the 90 instances of 4-component systems the performance of π∗D

does not improve beyond D = 16. For a similar plot of the N = 5 systems, we are not able

to conclude the same, since the largest value of D we are able to solve in less than 100 hours is

D = 12. Instead, we compare the incremental improvement of v̄Dj for different N . Define δD→D
′
,

D < D′, as the mean relative increase in the estimated total discounted reward when using policy
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Figure 2: Estimated expected total discounted reward for all j = 1, . . . , 90 system instances with N = 4 components

for different discretization levels, D. The solid lines are the estimates v̄Dj shifted by v̄24j in order to show simultaneously

for all j how the total reward increases when increasing D.

π∗D′ instead of policy π∗D, that is

δD→D
′

=
1

90

90∑
j=1

v̄Dj − v̄D
′

j

v̄Dj
. (11)

Table 2 shows the rate at which δD→D
′

tends towards zero for different values of N . Seeing as

δ12→16 is well below one percent for N ≤ 4, the expected total discounted reward from using π∗D is

already close to the asymptote value when D = 12. Furthermore, when solving N = 2 and N = 3

with D = 64 we get an estimated δ12→64 of 0.48%(0.28%) and 0.75%(0.19%), respectively. This is

a strong indication that the performance improvement beyond D = 12 is very small. A reasonable

conjecture could be that a higher number of components requires a finer discretization. However,

this does not appear to be the case, since for all values of N the incremental improvements decay

at the same rate up to D = 12.

Olde Keizer et al. (2016) presents a two-component example with D = 48, Elwany et al. (2011)

uses D = 20 for a single-component system, Andriotis & Papakonstantinou (2019) uses D = 24

for a 25-component system (solved approximately), and in Sun et al. (2018) the authors suggest

using a D such that the interval length is in the same order of magnitude as the precision of
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N 2 3 4 5

δ2→3 2.11%(7.77%) 4.82%(8.27%) 5.28%(9.63%) 6.63%(8.37%)

δ3→4 2.44%(8.33%) 1.70%(8.06%) 1.67%(8.53%) 1.43%(7.07%)

δ4→6 2.63%(3.80%) 4.11%(3.87%) 5.04%(4.46%) 5.10%(3.83%)

δ6→8 1.45%(2.27%) 1.18%(1.67%) 1.17%(1.60%) 1.52%(1.45%)

δ8→12 0.97%(1.37%) 0.87%(0.78%) 0.97%(0.80%) 1.04%(0.72%)

δ12→16 0.15%(0.46%) 0.31%(0.46%) 0.36%(0.32%) -

δ16→24 0.19%(0.25%) 0.23%(0.33%) 0.20%(0.21%) -

Table 2: The mean relative increase in the estimated total discounted reward for increasing discretization levels.

Standard deviations are shown in parentheses.

the sensors that measure the degradation level. Undoubtedly, the coarsest discretization level for

which a near-optimal policy can be obtained depends on which deterioration process is assumed.

The gamma process is arguably the most commonly used deterioration process in maintenance

optimization literature. As our results indicate, for this deterioration process, setting D lower than

in the aforementioned studies is adequate. Indeed, by replicating the gamma process example from

Olde Keizer et al. (2016) with different values of D, we find that D = 9 results in a policy with

the same performance as when D = 48.

4.3. Runtime and memory

In this section we solve the models with as many components as possible based on the hardware

we use. The TBM MDPs are solved with the MPI-60-STD-span-below configuration and ε = 0.001.

The CBM MDPs are solved using the MPI-20-STD-span-multigrid configuration with ε = 1 and

D = 12. The results are summarized in Table 3, which shows the runtime and memory usage for

the different transition probability storage methods in Section 3.7.

In all cases where it is possible to store all nonzero q(s′|s), s′, s ∈ S, we can solve the MDP

within a relatively short amount of time. The TBM models are faster to solve than the CBM

models because the number of nonzero probabilities out of all the |S|2 possible combinations of s′

and s is smaller in the TBM models, as shown in Table 4. It is worth noting that when storing all

probabilities, the CBM MDPs for which components are strongly dependent (θ = 3) have a lower

runtime and use less memory compared to θ = 0.2 and θ = 0. The reason is that deterioration

increments, where some components have large jumps and others do not, are very unlikely and
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N

TBM 4 5 6 7

All θ store q(s′|s)
5sec(3) 3min(1.5) 1.6hr(0.8) -

21MB(2) 394MB(58) 9GB(2) > 128GB

θ = 0 calculate q(s′|s)
10sec(5) 7min(4) 4.5hr(2.4) *47hr(2)

8MB(0.4) 67MB(10) 1GB(0.1) *4GB(0.3)

CBM

θ = 3

store q(s′|s)
30sec(10) 1hr(0.5) - -

700MB(80) 15GB(1) > 128GB > 128GB

store q(s′|0)
8min(2) 57hr(21) > 1week* -

8MB(0) 61MB(0) - -

θ = 0.2

store q(s′|s)
2min(0.3) 9hr(3) - -

2GB(0) 80GB(0.2) > 128GB > 128GB

store q(s′|0)
8min(3) 60hr(19) > 1week* -

8MB(0) 61MB(0) - -

θ = 0

store q(s′|s)
2min(0.3) 9hr(2) - -

2GB(0.3) 80GB(0.1) > 128GB > 128GB

calculate q(s′|s)
4min(1) 26hr(4) > 1week* -

8MB(0) 55MB(0) - -

Table 3: Runtime and used memory, for each transition probability storage method from Section 3.7. Each cell is

the mean over the 30 different MDPs for either θ = 0, θ = 0.2, or θ = 3, except the first TBM row which includes all

90 MDPs. Parentheses denote standard deviations. (*Parallel implementation using 10 cores.)

therefore estimated to have zero probability. However, the benefit in terms of memory is limited

since storing all nonzero q(s′|s) is still only feasible up to five components.

In the case of independent component deterioration (θ = 0), calculating the probabilities at

runtime is at most 3 times slower than storing all probabilities. Considering that adding one

component generally increases the runtime by a factor of 40 for TBM and 300 for CBM, this is a

relatively small difference. Furthermore, the low memory requirements of calculating probabilities

at runtime enable us to attempt solving MDPs with more components. Our serial implementation

is too slow for N = 6 in CBM and N = 7 in TBM. Table 3 includes the runtimes of a parallel

implementation that divides Equations (7) and (8) between 10 CPU cores when these are calculated

for each s ∈ S. This implementation solves the TBM MDPs with θ = 0 and N = 6, in an average
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N

TBM 4 5 6 7

|S| 5 · 104 9 · 105 1 · 107 2 · 108

Nonzero 1 · 10−4 2 · 10−5 2 · 10−6 4 · 10−7

CBM

|S| 3 · 104 4 · 105 5 · 106 6 · 107

Nonzero (θ < 3) 0.08 0.05 0.02

Nonzero (θ = 3) 0.03 0.01

Table 4: Mean state space sizes |S| and the mean fraction of transition probabilities that are nonzero, i.e., |{(s′, s) :

s′, s ∈ S, q(s′, s) > 0}|/|S|2. The missing entries take more than one week to calculate.

of 34 minutes, which is an eightfold speedup compared to the 4.5 hour runtime of the serial

version. For the CBM MDPs where θ = 0 and N = 5, the 10 cores use 2.6 hours on average,

which is a tenfold speedup. Even so, we where not able to solve the N = 6 CBM instance within

a one-week time limit. It is possible that instances with more components can be solved with

more computer resources, given that the parallel algorithm scales linearly up to 10 cores. At

some number of components it does, however, become difficult to even store the solution to the

optimization problem. For instance, the 128GB available memory allows us to store a value function

in an MDP with |S| = 3.4 · 1010 using single-precision floating point numbers. This corresponds to

9 components for the values of D and Di we use in our numerical experiments.

Finally we note that our parallel implementation does not scale as well for the CBM MDPs

where θ = 0.2 and θ = 3. It solves the N = 5 instances in an average of 11 hours, which is

only a 5-fold speedup. Combined with the fact that the TBM models, where θ > 0, require a

lot of memory, we consider it infeasible to solve larger models with copula dependence among

components. There are, however, other ways of modeling stochastic dependence, that allows for

efficient runtime calculations of transition probabilities. In the TBM model in Barreto et al. (2014)

and the CBM model in Olde Keizer et al. (2018), stochastic dependence is modeled such that the

failure rate and deterioration increments are conditionally independent given the current state of

the system. Hence, transition probabilities can be written on the form

q(s′|s) =

N∏
i=1

qi(s
′
i|s). (12)

This equation resembles Equation (3), and we can calculate transition probabilities at runtime
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using a procedure similar to the one in Section 3.7.2.

5. Conclusion

In this paper we consider the optimization of component replacements in multi-component

systems. We find that other works in maintenance literature assume at least one of the following:

discrete system dynamics, single-component system, or a heuristic optimization approach. We

present a unified view of TBM and CBM in a general setting where all three of these assumptions

are relaxed. We do this by formulating MDP models for TBM and CBM based on the same

multi-component system where the component deterioration process is continuous. We use DP

to compute optimal policies in the MDPs, which are also optimal with respect to the controlled

system when deterioration increments are independent among the components.

For the CBM model, discretization of the continuous deterioration process must be employed

in order to use DP. The performance of the resulting policies do not improve when the component

condition is discretized into more than twelve levels, which is fewer than suggested in previous

studies. According to our results, this number is not sensitive to the system parameters or the

number of components. This is an important finding, as it indicates that DP is a feasible solution

approach in systems with several components.

We investigate the computational limitations of the proposed TBM and CBM models. An

efficient implementation of DP algorithms allows us to solve instances that have 200 million states

and 400 thousand states for the TBM and CBM model, respectively. The different size limits are a

consequence of the number of possible transitions between states, which is inherently different for

the two maintenance approaches. Therefore, multi-component CBM problems are generally harder

to solve to optimality than multi-component TBM problems. Furthermore, the limiting factor

for the TBM model investigated here is the memory requirement of storing the MDP transition

probabilities. However, for the special case of independent component deterioration, the transition

probabilities can be calculated efficiently at runtime, allowing for larger instances to be solved via

parallelization of the DP algorithm.

Heuristic optimization methods are necessary when dealing with industrial systems composed

of dozens of components or assets. However, we argue that the MDPs presented in this study

provide a more general and flexible class of policies, and though the optimal policy is difficult to
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obtain, they serve an important purpose of validating heuristics. Being able to solve large instances

to optimality can strengthen statements on how the performance of the heuristics scale with the

size of the problem.
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Appendices

A. Monte Carlo estimation

In both models, we use Algorithm 4.2 from Grothe & Hofert (2015) to sample from the dis-

tribution of the one-epoch increments, X1. The algorithm requires a truncation parameter, K,

for the number of jumps to include from an infinite sum of process jumps. For θ = 0.2 we use

K = 4000 and for θ = 3 we use K = 30. These values were determined using the method from

Section 5.1 in Grothe & Hofert (2015).

A.1. CBM

When θ > 0, the transition probabilities q(s′|s), s′, s ∈ S are calculated via Equation (10),

so we only have to estimate q(s|0). We do this by sampling M realizations of X1, denoted xk1,

k = 1, . . . ,M , and then form the estimates as

q(s|0) =
|{k : xk1 ∈ Is}|

M
, s ∈ S. (13)
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A.2. TBM

When θ > 0, we estimate q(s′|s) given by Equation (5). This equation is the probability of

a specific combination of component failures, conditioned on these components not having failed

at the ages given in the vector s ∈ S. In the following procedure, we therefore account for all

the likely combinations of component ages, and for each age combination, then account for each

combination of failures.

First, we simulate M trajectories of Xτ , denoted xkτ = (x1,k
τ , . . . , xN,kτ ), k = 1, . . . ,M , τ =

0, . . . , Dmax, whereDmax = maxi{Di}. For each k and τ , we then consider all possible combinations

of component ages up to age τ , via all the possible replacement times of each component. With

the restriction that each component is replaced exactly once, there are (τ + 1)N combinations for

N components. Let r = (r1, . . . , rN ) ∈ {0, . . . , τ}N be a vector denoting the replacement times of

each component. For each k, τ , and r ∈ {0, . . . , τ}N we can then construct a realization of Yτ

were each component i was last replaced τ − ri epochs ago. We define these by

ykτ,r = (y1,k
τ,r , . . . , y

N,k
τ,r ) = (x1,k

τ − x1,k
r1 , . . . , x

N,k
τ − xN,krN

), (14)

that is, the k’th simulated trajectory at time τ if we replaced components at the times given in

r ∈ {0, . . . , τ}N .

Now, let Vs be the set of tuples, (k, τ, r), where ykτ,r corresponds to the MDP being in state

s ∈ S. Furthermore, we let Ws,s′ be the set of tuples, (k, τ, r), where ykτ,r and ykτ+1,r corresponds

to the MDP being in state s ∈ S at time τ and state s′ ∈ S at time τ + 1. The estimates q(s′|s)

are now calculated as

q(s′|s) =
|Ws,s′ |
|Vs|

, s, s′ ∈ S. (15)

The sets Vs and Ws,s′ are formally defined as

Vs =
{

(k, τ, r) : k ∈ {1, . . . ,M}, τ ∈ {0, . . . , Dmax}, r ∈ {0, . . . , τ}N ,

si = τ − ri and yi,kτ,r < L for si < Di,

yi,kτ,r ≥ L for si = Di

}
, s ∈ S,

(16)

and

Ws,s′ =
{

(k, τ, r) : (k, τ, r) ∈ Vs, s′i = τ + 1− ri and yi,kτ+1,r < L for s′i < Di,

yi,kτ+1,r ≥ L for s′i = Di

}
, s, s′ ∈ S.

(17)
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